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Learn You Some Erlang for Great Good! is a hilariously illustrated guide
to the concurrent functional programming language. As you laugh
along with Hebert's brilliantly quirky drawings, you'll effortlessly pick
up this complex language and have fun while you're at it..


